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Abstract: The paper describes a generic framework of software process for interactive training 
simulators (ITS) development. The framework outlines an operational concept to describe how the developer 
team will accomplish work and includes specifications of team roles, artifacts and core workflow of life cycle 
activities. A basic architecture of an ITS is also presented.        
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INTRODUCTION 
As the move towards on-line, computer-based instruction continues, the use of 

simulations as a training tool has increased significantly, thus providing an important 
enrichment to the learning environment. The linkage of simulations to on-line instruction 
enables the student not only to demonstrate his or her understanding of the instructional 
material presented, but also the application of that instructional material for solving 
problems in a realistic environment. In [1] are discussed three instructional uses of 
simulation: 

1. Pre-assessment of knowledge, where the learner is asked specific questions about 
the running simulation he/she is observing, where the questions can be modified 
independently from the simulation. 

2. Practice of skills, where the learner can use knowledge information he/she learned 
through didactic or interactive instruction. The learner receives immediate feedback 
in the form of specific results shown in the simulation. 

3. Final assessment, where the learner’s relevant knowledge and skills can be 
assessed within a single, cohesive training and assessment environment, providing 
immediate feedback and remediation as necessary. 

The importance of simulations will rise with the increasing penetration of computer-
based training therefore the requirements to their quality will become higher. Here arises 
the question: How to ensure the development of effective, usable, highly interactive and 
realistic simulations, closely adequate to learner’s needs?  

The answer of this question requires at first an understanding about the specifics of 
the simulation as a training tool. Some well-grounded definitions and classifications are 
provided in [2]. According to them, a simulation is a computer program that models some 
aspect of the real world (object, system, phenomena, etc.). Simpler simulations have a 
fixed set of parameters and can only simulate one situation. The student can only watch 
the simulated object, not make any changes. Most simulators, however, allow the user to 
change the parameters in order to see their effects. These are interactive and allow 
learning by experimentation. Pure simulations (with no tutorial or rule-base) can only 
provide feedback on the users actions. If a rule-base is added then some degree of 
feedback on the quality or correctness of actions can also be provided, but not feedback 
on the user’s conceptions. Tutorial-simulators offer feedback on a student’s concepts as 
well as their actions. They usually remember the student’s previous actions which gives 
them better access to their conceptions. 

Current research in this area is oriented in two directions – in the first one, 
researchers focus their efforts to creation of generalized or specialized environments for 
development of various scientific or technical simulations [3, 4, 5, 6]. The fundamental 
problems with these environments are the instructional design neutrality and the lack of 
capabilities to build effective instructional interactions. Normally the instructional designer 
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is not a capable programmer, and the proficient programmer is not an instructional 
designer, therefore development of instructional effective training simulator requires a 
team effort. Approaches like discussed in [7, 8, 9, 10, 11] focus researchers’ efforts in 
creation of specialized training simulators, conforming both to pedagogical and software 
design principles and result in construction of pedagogically considered training products. 
However, there is a lack of research, directed to systematization and unification of 
activities and artifacts, related to the life cycle of an interactive training simulator (ITS).  

It is well known that a well judged planning and management of software life cycle 
results in a qualitative software product, therefore a generic framework of software process 
for ITS development will benefit instructors and developers in their attempt to create 
learner-centred training simulations. ITS is a relatively small application and use of an 
existing software process model (e.g. USDP, RUP) is not quite reasonable, because of its 
complexity (these models are oriented to development of large complex systems). By this 
reason a generic framework for ITS development is proposed and discussed in this paper. 

 
LAYOUT  
The proposed framework outlines an operational concept to describe how the 

developer team will accomplish work. The framework includes specifications of team roles, 
basic artifacts and core workflow of life cycle activities. An analysis of the existing solutions 
leads to the conclusion that an ITS basic architecture should include the modules, 
presented in Fig.1. Taking into account this architecture model, we can define the team 
roles and their responsibilities that will ensure its implementation and bringing to practice. 

 
Fig.1. Basic ITS architecture  

Four main roles are distinguished: 
• Project manager – coordinates the team work and integrates the results, produced by 

other team members; 
• Domain expert – has the responsibility for precise description of knowledge on the 

specific technical domain that will be simulated and transmission of that knowledge to 
the ITS; 

• Pedagogical expert – has the main role in selection of the best instructional strategy, 
adaptable to the simulated domain and definition of the interactive pedagogical 
scenarios that will be associated with the ITS; 

• Application developer – this role embraces four sub-roles: 
o Analyst – leads and coordinates requirements elicitation and use-case modeling by 

outlining the application’s functionality and delimiting the application. 
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o Software architect – leads and coordinates technical activities and artifacts 
throughout the project. Establishes the overall structure for each architectural view: 
the decomposition of the view, the grouping of elements, and the interfaces 
between the major groupings.  

o Designer – defines the responsibilities, operations, attributes, and relationships of 
one or several classes and determines how they should be adjusted to the 
implementation environment. In addition, the designer have responsibility for design 
packages or design subsystems, including any classes owned by the packages or 
subsystems. 

o Implementer – develops the components and related artifacts and performs unit 
testing, constructs a build and inspects the code for quality and conformance to the 
project. 

The core workflow of proposed framework (fig.2) is represented as an activity 
diagram, using UML concepts and notations. Life cycle activity states are denoted as 
rounded rectangles, completion transitions are shown as arrows, branches – as diamonds 
and artifacts – as gray rectangles. The key roles and artifacts are presented on fig.3. 

During requirements and analysis phase three flows are simultaneously carried out. 
The first one is leaded by the Analyst and is concerned with contextual analysis and 
gathering, analysis and elicitation of the requirements. Contextual analysis specifies the 
intended users of ITS and defines the scope of requirements through answering the 
following questions: What do the users know? What do they need to learn? How do they 
learn and work? Separation of requirements into groups will benefit further development 
therefore two groups of them are defined:  Software requirements, oriented to all the 
aspects, concerning the general functionality and performance of the developed ITS and 
Didactic requirements, focused to the aspects, related to didactical side of ITS (didactic 
concept, information presentation, cognitive load, knowledge space compatibility etc.). 
This flow completes with Requirements Specification.  

The second flow is managed by the Domain Expert and is directed to analysis of the 
real object that is to be simulated. The analysis is determined by two issues: “What is the 
structure of the simulated object?” and “How does the object work?” The outcome of this 
flow is a Simulation model – a set of models, describing the real object from structural 
and functional perspective. These models will be interpreted by simulation engine that 
controls visualization and representation of the simulation to the learner.  

The third flow deals with pedagogical aspects of ITS and is conducted by the 
Pedagogical Expert, who selects the most appropriate instructional strategy, a relevant 
learner modeling technique and basing on them defines a pedagogical rule base in a form 
of conditions, constraints and feedback actions. The outcome of this process is a 
Pedagogical scenario that will be used by “Pedagogical rule base” module to provide 
control of learner-simulation interaction.  

The next state of the workflow is targeted to defining learner’s role and building a 
detailed specification of intended learner’s actions, taking into account all the produced to 
this point artifacts. To this stage the workflow has followed the sequential model, but 
further it becomes iterative as each iteration flow depends on test results, obtained in 
previous iteration. The specification serves as a base for writing a scenario, necessary for 
use case modeling of ITS. Scenario writing is an activity, conducted by the Analyst.  

The following stage is directed to modeling of ITS and desired outcome of this activity 
is a domain model, describing ITS from both functional and structural perspective. The 
functional perspective is represented by Use Case Model, built up by the Analyst and 
structural perspective is represented by Class Diagram and further elaborated to 
Component Diagram, both of them composed by the Designer and coordinated by the 
Software architect.  

The  Implementer  has the responsibility for the next stage of the workflow that deals 
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Fig.2. Core workflow of ITS Process Framework  
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Fig.3. Roles and artifacts 

with all the programming activities – code producing, compilation, unit verification and 
integration. Unit verification aims to test basic functionality of ITS, without considering 
pedagogical aspects and simulation fidelity. If a problem is identified, the code is revised, 
compiled and tested again. Iterations continue until unit verification completes 
successfully.  

The next activity is conducted through the joint efforts of Implementer, Domain 
Expert and Pedagogical Expert and its purpose is to validate the simulation via 
examination of feedback adequacy, correct representation of concepts, conformity 
between simulation and behavior of simulated object etc. Identifying a problem invokes a 
revision of the scenario and directs the iteration flow to modeling over again and 
subsequent steps of the workflow. Iterations continue until the examination group validates 
the simulation. After validation the implemented ITS is brought to use. If conditions of use 
are changed and a modification of ITS is needed, then existing artifacts should be revised 
which requires an overall passing through the workflow. 

 
CONCLUSIONS AND FUTURE WORK 
After analysis of existing research, dedicated to development of interactive training 

simulators (ITS), a basic architecture of an ITS is outlined. This architecture could be used 
as a pattern for ITS design. 

In order to be ensured the realization of the architecture, a generic framework of 
software process for ITS development is proposed. A rationale of its foundation is 
provided. 

The ITS Process framework defines the developer team members and their 
responsibilities, the activities they are engaged in and the artifacts they work out. A core 
workflow of ITS life cycle activities is proposed and visually represented via UML concepts. 
The relations between key team roles and artifacts are discussed and presented, too. 
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The achieved results will benefit each interdisciplinary team, involved in development 
of interactive training simulators. 
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